#Load Data  
df3<-read.csv("df3.csv")  
str(df3)

## 'data.frame': 183045 obs. of 11 variables:  
## $ Outbreak.Associated: chr "Sporadic" "Sporadic" "Sporadic" "Sporadic" ...  
## $ Age.Group : chr "50 to 59 Years" "50 to 59 Years" "20 to 29 Years" "60 to 69 Years" ...  
## $ Source.of.Infection: chr "Travel" "Travel" "Travel" "Travel" ...  
## $ Client.Gender : chr "FEMALE" "MALE" "FEMALE" "FEMALE" ...  
## $ Ever.Hospitalized : chr "No" "Yes" "No" "No" ...  
## $ Ever.in.ICU : chr "No" "No" "No" "No" ...  
## $ Ever.Intubated : chr "No" "No" "No" "No" ...  
## $ Month : int 1 1 2 2 2 2 2 2 2 2 ...  
## $ Income : int 572155 572155 623453 443734 443734 260415 525507 272986 572155 202357 ...  
## $ Density : int 10087 10087 4691 23044 23044 5070 2830 5820 10087 6047 ...  
## $ Outcome : chr "RESOLVED" "RESOLVED" "RESOLVED" "RESOLVED" ...

#prepare data  
df6 <- df3  
  
df6$Income <- log(df3$Income)  
df6$Density <- log(df3$Density)  
col1 <- c("Outbreak.Associated","Age.Group","Source.of.Infection","Client.Gender", "Outcome","Ever.Hospitalized","Ever.in.ICU","Ever.Intubated","Month")  
df6[col1] <-lapply(df6[col1],factor)  
df6$Outcome <- ifelse(df6$Outcome == "RESOLVED", 1,0)  
  
write.csv(df6,"C:/KZ/S/CIND820\\df6.csv", row.names = FALSE)  
  
#Prepare test-train data  
str(df6)

## 'data.frame': 183045 obs. of 11 variables:  
## $ Outbreak.Associated: Factor w/ 2 levels "Outbreak Associated",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ Age.Group : Factor w/ 9 levels "19 and younger",..: 5 5 2 6 6 5 8 6 5 6 ...  
## $ Source.of.Infection: Factor w/ 7 levels "Close Contact",..: 7 7 7 7 7 7 7 7 7 7 ...  
## $ Client.Gender : Factor w/ 6 levels "FEMALE","MALE",..: 1 2 1 1 2 2 2 2 2 2 ...  
## $ Ever.Hospitalized : Factor w/ 2 levels "No","Yes": 1 2 1 1 1 1 1 2 1 1 ...  
## $ Ever.in.ICU : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Ever.Intubated : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Month : Factor w/ 11 levels "1","2","3","4",..: 1 1 2 2 2 2 2 2 2 2 ...  
## $ Income : num 13.3 13.3 13.3 13 13 ...  
## $ Density : num 9.22 9.22 8.45 10.05 10.05 ...  
## $ Outcome : num 1 1 1 1 1 1 1 1 1 1 ...

set.seed(123)  
train\_index1 <- sample(1:nrow(df6), 0.7 \* nrow(df6))  
train1 <- df6[train\_index1,]  
test1 <- df6[-train\_index1,]

#Data imbalanced  
table(train1$Outcome)

##   
## 0 1   
## 2397 125734

#GLM model  
glm <- glm(Outcome~.,data=train1, family = "binomial")  
summary(glm)

##   
## Call:  
## glm(formula = Outcome ~ ., family = "binomial", data = train1)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -4.5353 0.0163 0.0285 0.0679 2.4486   
##   
## Coefficients:  
## Estimate Std. Error  
## (Intercept) 5.60758 1.09873  
## Outbreak.AssociatedSporadic -0.15682 0.32234  
## Age.Group20 to 29 Years -0.58274 0.83993  
## Age.Group30 to 39 Years -1.26870 0.76771  
## Age.Group40 to 49 Years -1.93880 0.73765  
## Age.Group50 to 59 Years -2.90623 0.71856  
## Age.Group60 to 69 Years -3.96688 0.71394  
## Age.Group70 to 79 Years -4.95100 0.71264  
## Age.Group80 to 89 Years -5.76606 0.71189  
## Age.Group90 and older -6.24110 0.71239  
## Source.of.InfectionCommunity -0.03239 0.13364  
## Source.of.InfectionHousehold Contact 0.20964 0.15903  
## Source.of.InfectionOutbreaks, Congregate Settings -0.28950 0.41248  
## Source.of.InfectionOutbreaks, Healthcare Institutions -1.40299 0.33601  
## Source.of.InfectionOutbreaks, Other Settings -0.07959 0.26709  
## Source.of.InfectionTravel -0.05867 0.30518  
## Client.GenderMALE -0.47723 0.05094  
## Client.GenderNON-BINARY 7.09087 204.09306  
## Client.GenderTRANS MAN 6.91606 626.21349  
## Client.GenderTRANS WOMAN 7.81290 435.89272  
## Client.GenderTRANSGENDER 8.55909 367.75955  
## Ever.HospitalizedYes -2.25460 0.05711  
## Ever.in.ICUYes -1.55536 0.12785  
## Ever.IntubatedYes -1.46213 0.14689  
## Month2 -0.01885 0.13519  
## Month3 -0.30741 0.10476  
## Month4 -0.73284 0.07537  
## Month5 -0.34420 0.09286  
## Month6 0.03279 0.15462  
## Month7 1.00015 0.15639  
## Month8 1.02120 0.19574  
## Month9 0.37186 0.16033  
## Month11 -0.44283 0.11286  
## Month12 -0.62546 0.09261  
## Income 0.21663 0.04850  
## Density 0.20348 0.04202  
## z value Pr(>|z|)   
## (Intercept) 5.104 3.33e-07 \*\*\*  
## Outbreak.AssociatedSporadic -0.487 0.62661   
## Age.Group20 to 29 Years -0.694 0.48781   
## Age.Group30 to 39 Years -1.653 0.09842 .   
## Age.Group40 to 49 Years -2.628 0.00858 \*\*   
## Age.Group50 to 59 Years -4.045 5.24e-05 \*\*\*  
## Age.Group60 to 69 Years -5.556 2.76e-08 \*\*\*  
## Age.Group70 to 79 Years -6.947 3.72e-12 \*\*\*  
## Age.Group80 to 89 Years -8.100 5.51e-16 \*\*\*  
## Age.Group90 and older -8.761 < 2e-16 \*\*\*  
## Source.of.InfectionCommunity -0.242 0.80851   
## Source.of.InfectionHousehold Contact 1.318 0.18742   
## Source.of.InfectionOutbreaks, Congregate Settings -0.702 0.48276   
## Source.of.InfectionOutbreaks, Healthcare Institutions -4.175 2.97e-05 \*\*\*  
## Source.of.InfectionOutbreaks, Other Settings -0.298 0.76572   
## Source.of.InfectionTravel -0.192 0.84756   
## Client.GenderMALE -9.369 < 2e-16 \*\*\*  
## Client.GenderNON-BINARY 0.035 0.97228   
## Client.GenderTRANS MAN 0.011 0.99119   
## Client.GenderTRANS WOMAN 0.018 0.98570   
## Client.GenderTRANSGENDER 0.023 0.98143   
## Ever.HospitalizedYes -39.476 < 2e-16 \*\*\*  
## Ever.in.ICUYes -12.166 < 2e-16 \*\*\*  
## Ever.IntubatedYes -9.954 < 2e-16 \*\*\*  
## Month2 -0.139 0.88913   
## Month3 -2.934 0.00334 \*\*   
## Month4 -9.724 < 2e-16 \*\*\*  
## Month5 -3.707 0.00021 \*\*\*  
## Month6 0.212 0.83206   
## Month7 6.395 1.60e-10 \*\*\*  
## Month8 5.217 1.82e-07 \*\*\*  
## Month9 2.319 0.02038 \*   
## Month11 -3.924 8.71e-05 \*\*\*  
## Month12 -6.753 1.44e-11 \*\*\*  
## Income 4.467 7.94e-06 \*\*\*  
## Density 4.843 1.28e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 23823 on 128130 degrees of freedom  
## Residual deviance: 12114 on 128095 degrees of freedom  
## AIC: 12186  
##   
## Number of Fisher Scoring iterations: 14

predictglm <- predict(glm, test1, type="response")

# prediction for glm  
predictnum <- ifelse(predictglm >= 0.5,1,0)   
  
#Confusion matrix for glm  
library(caret)

## Warning: package 'caret' was built under R version 4.2.1

## Loading required package: ggplot2

## Loading required package: lattice

confusionMatrix(as.factor(test1$Outcome), as.factor(predictnum))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 218 870  
## 1 185 53641  
##   
## Accuracy : 0.9808   
## 95% CI : (0.9796, 0.9819)  
## No Information Rate : 0.9927   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.2848   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.540943   
## Specificity : 0.984040   
## Pos Pred Value : 0.200368   
## Neg Pred Value : 0.996563   
## Prevalence : 0.007339   
## Detection Rate : 0.003970   
## Detection Prevalence : 0.019813   
## Balanced Accuracy : 0.762491   
##   
## 'Positive' Class : 0   
##

#ROC curve  
library(pROC)

## Warning: package 'pROC' was built under R version 4.2.1

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

lm=roc(test1$Outcome, predictnum) #AUC score

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

plot(lm ,main ="ROC curve -- Logistic Regression ",print.auc=TRUE)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAzFBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrY6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZpA6ZrY6kJA6kLY6kNtmAABmADpmOgBmOjpmZjpmkJBmkLZmkNtmtttmtv+QOgCQOjqQZgCQZjqQkDqQkGaQtpCQttuQtv+Q27aQ29uQ2/+pqam2ZgC2Zjq2ZpC2kDq225C227a229u22/+2/7a2/9u2///bkDrbkGbbtmbbtpDb29vb2//b/7bb////tmb/trb/25D/27b//7b//9v///9IEdf/AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAS40lEQVR4nO2diXbcthWGKcXSOHFqtxo7bR2paZu0lZkuVirWaavpWDPv/07FQpDADBeAIEjg4v/PsUVyiI0fcbGQuCyOEGkVa2cACisAJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJq6lAB/uCqGLrx/k/qdXbO/rH57qnz99xXcfQiRdFRf347m7ejKP/PWx4+jxvCBe6kxhXi0NuJBX+/ldvffi8ajv3gRIegrgz+8uRwAX47GOiyTg4trY4wXUdm/nT9oC8JnK4vKx+xezIPFrQcDiXt1v+N+K3f/fst2fN6LSst0XP7Bqc1doNzQ32l98e1QX+3krz7z4/l1x+U5e/524IQ4/stje9FcEE/DP37BofyvO5gFf3PPo69z9iyV58fqBJ8l0+c86z01OzguiJ95Gp7L5oP/cRK5tqsjaTLGQfxHxzHXhlwbMrt3VE9upr7m4TGxX1pfD7978RwUoG5ttAha1/pOs6jwu/kNr67tkAK5O7cbFVw3g+jeWmgG4zclZQfTEtehUNp+0n9vItc06Mi1T1Xz2X2qVGszKrcwbp6ftNmKV81dPn7fyahuArx6O/2axXatDJa8pLNre5lsH3BiQG5HE9dOhLBRgno2n46f2ppJ51nJyVhA9cS06lU3tZy1ybVNGpmeKG7OHensWrdAG3+g4+NXvoiOpVq8/ntXgWxlMGsL7+rg80C0dcN22lsaNUwNm2XjxUT9PXn4tJ2cF0RPXolPZ1H7WItc29RSOZRuSnTJXA7884OsnC8B69/KkDRawWJDb5vY3jJqwilf/3RZNe64BVtHyQ2q7aYNlFmVT2AI+7eieFkQlrkenkjR/VpGbm20KIpAM2WXTJmppwLwzdTRM9MV9R3GkDVancMDyLlCw+O+NZbQHrFLivTO13XayPsvB2sWfTgAbmTMKoiWuR6eS1POmRd5uNk2DylTSgNnF+lvTvenpZL1+0E6vg3YB5mbvD2Kb12U9oek1mG1//uNXMtxgDW4LoiXeU4O1vDWRt5u0anDdSeQ5r4dJh0+9wyRJdff1DwrQrjAAC+vHTx6/FrZtcJ3R75rf9BZS5OSsIHriZhssp3NO8yYjbze72uC0AfMxx63RU7l8NHbVHc94vhGt4q3sUnL4OmAxeLmVGxffHlkvt3dKqGoivxnsRYvuMref4gyWTtOLVjk5L4iWuNmLltlsf9Yi1za7etGJA2aFETd6M1UpbHKz+6YJUI8+r7WuigF4V9SVoR5r9g8cdcCD4+Af28act54n4+DrroJoiZvjYJkd7Wct8nazaxycOGB+uXjeD3zypnj1rfmw4aMWQswfvedbe4b/9T+2JuD2Gnz+PbsDXvdP/RuA5aTRe5kou9K/eNDa4PaJh5iV+qjPZL3vLoiWeBtdm03tZ+1xSrNpzGS9l5lNFHC8Kued7585Om9lDLgULcJscwozRzeXMgasRqkzTfvOHN1cyhjw8fM3m+YBT3zRzaScAWchACYuACYuACYuACYuACYuACYuACYuN8DquV7v+08FNFEfHM8PArhS707t+l76g0GYqA+O5wcBfLhrsFY9j0wAeJpc+YYB/Lxt3jDa9RhpAJ4kZ76owUnJnW8YwKwNrqsw2uA5NYFvIMDqHaP+lxYA2F1T+IYCvHR0OWgSXwBORtP4BgdcoRfdIefZjcl8l67B7hMsFOXMtyim8oWJXkETbu/JfAF4BS3JF4CX16J8AXhxuRtoH76h5qLb3gF60aYW5huoBh/ueh8ET4mOkJbmG8pEH+5GFt7kC9gxgCffYG3wbsQVXaaAF+eLTtaicjbQ3nwBeEmtwBeAF9QafAF4Qa3BF4CX0yp8AXgxuRroefgC8FJaiS8AL6S1+ALwQlqLLwAvo9X4AvAicjTQM/IF4CW0Il8AXkBr8gXgBbQmXwAOr1X5AnBwuRnoufkCcGitzBeAA2ttvgAcWGvzBeCwWp0vAAeVk4EOwheAQyoCvgAcUDHwBeCAioEvAIdTFHwBOJhcDHQ4vgAcSpHwBeBAioUvAAdSLHwBOIyi4RsKMP/ipnAK3reIlDZgBwMdmG8gwJX4XLX48nWOzkgj4hsGsHAnvBMfX8zRnXBMfEM5YblVrsBzdAgeE1/U4PkVFd/QbbDm+90juqRkb6CX4Ite9NyKjC/GwTMrNr4APLNi4xsccGYOwaPju3QNJu4Q3Lpci/GFiZ5TEfIF4BkVI99QgMe/PuoUXRqKkW+oiY4cvz4aJd+AU5VS+UxV2hroZfkGfNgglc3Dhkj5ogbPpFj5BmuDc/v6aKx8Q/Wic/v6aLR8MQ6eRZYGegW+ADyHIuYLwDMoZr4APINi5gvA/oqaLwB7y85Ar8UXgH0VOV8A9lTsfAHYU7HzBWA/Rc8XgL1kZaBX5QvAPkqALwB7KAW+AOyhFPgC8HQlwReAJ8vGQK/PF4CnKhG+ADxRqfAF4IlKhS8AT1MyfAF4kiwMdCR8AXiKEuILwBOUEl8AnqCU+AKwu5LiC8DOGjfQMfEFYFclxheAHZUaXx/Az1vurDB0upEpNb5+Nbhi93P38tDy8vG43xSFcEjqlW5cSo6vt4nuZiz4vrw31vpPTDcqjRro6PjO0AZX5850hJ/3UthvUiv8E+TrC3gnHMoe7kyMvN7Wbhwo+ehIka8XYL6MX5I9xchrb0WuBqfI168X3duFet5ePmpu333SjUdJ8vUC/FbC67TCO+mjo3cclR7gMQMdJ985APd5DJ4n3ViUKN/pgMvWM3CPp6R50o1EqfKdowYPiopD8FT5Lj0XnapD8GT54mGDlUZuyIj5Tgb8vL1R3uz6nULPkW4MSphvqBpMyiF4ynwDAablEDxlvn4zWX3TGLTcCSfN16sG86Fw51QkKYfgwwY6dr5zPE06n4+kVIMT5ztDG3y4O6+kdByCp843TA0m5BA8db4+gMVQqPeJ4Vzprqvk+YbpRc+Z7qoaNNBJ8MVU5ZAI8AXgAVHgi7noAVHgixrcLxJ8g72TNVu6q2nIQKfDF+9k9YkIX7yT1SMqfIO/k+Wd7kqiwhedrG6R4QvAnRow0InxxTi4S4T4ogZ3iBJfAO4QJb6ey0dv+PLv3me+s6S7vHr5fkiQr987WVdP+811vZQ/VLqLq9dAS7ylHPYf7mSpS3F7i0fj5o2+056Vy94KD1Cpo5VYOb+AvJ4H37Ji3BKbqhzhu3/5a1FcA7B8ManUX37gC6ObxdHCXcmxPmW/YWAr/vMihD0Bc28rpKYqR/iywv6dAzIAC2RHw5GFfO1Q2TZVBYTvEv4eogw9yfS5ystEXz9vr56mvdgRL+Du4zVfRkbC0QGrN0f/99gclszVrV8p0KJKs/8TAcyaFpXXcOkuqxG+AhE3rzrgrisgjbKqueUrOWNfA2amOQkTvUy6i6rPQDfdZ15hhaHVAEvDa6qpq3yH2zl25o2q1xzsbvr7im4CYE2jfPcb0bRePjoBrg+xULKTVdzWngCnPIZzlQ/g0SWEc6S7oEb5isFNUbsGczDR8hCvviW7Wj+9vTeb6KDy6mR5ZDBOwJ2HW741StGtrHtIwiNY3cnSGtUOgs1Yaf/lY0cFDyWvYZKHiYkQ8CjfhgjvIkl44hqMDZPk7011rvj8kHEkpDzHweHTXUw9Blqfnixrgrz1lKNDacTERMfhrneiQ4Au6zDiaBJt8MQBkmO6S8mCb11Tj6qb1U5PirlIvt1ek3pSsh7x1hOT/DxJvZz4qpOzfNpgn4FcbIAt+KYpLxM99sC/veWnp7uQqPINMw5u0PfTjwwwWb6BJjrqdd/J1OBuA02Brx9gVlOvnsquvoKcnUsFMGG+fp2si/uqe6buqD369Ex3AVHm6zdMuhGTOD0zblVxkwzgjoNE+PpOdHDAfRMy+80XSQAmzXeOGlz2vXV3uOsfKMcDuNNAk+E7QxtcTZruiAYwcb7eveix59axOwSnznfpB/7ROQSnzjf3NzrI8/UALJ52TX61KA7AXZaEFt/pgMUYlz9P6hzspuEQPAO+Hi4cmufdHa/3puEQPAe+PuuD1dPs84mORNwJ58DXA/CteivrHHAaDsGz4OsHuH538KySJlGDOww0Qb5+bbCxiENXAg7BM+E7HfDu4r5ektFlhKN3CJ4LX49x8E7g228mLfCPAPDpEZp8c53JyoZvpoDPDTRVvnkCzohvloBz4psp4JMDhPnmCDgrvhkCPjPQpPnmBzgzvtkBzo1vhoDNfep8cwOcHd/MAJ8aaPp88wKcId+sAOfINzPAxm4WfHMCnCXfjACfGOhM+OYDOFO+2QDOlW9GgPW9fPjmAjhbvpkANg10TnzzAJwx3ywA58w3E8DaTmZ8cwCcNd8MABsGOju+9AFnzjcU4Objmmv7ycqdbyDAfOGw/GrF+oDb7Rz5hgEsV/iLz8ysDDh7vmEAKx8d5dXTuoB1A50n35A1+Mj9PKwKGHyDtcHNF5HX/CgH+B4D9qKlkT7crQq42cyWL+VxMPhy0QWsGeiM+QYHvFonC3ylFq7BizkEB99aVE00+NYiChh8lQIBXtkheGugc+cbaqJjXYfg4Nsq7FTlOu6EwVdT0IcNx3UcgoOvJoI1GHx1hWqD13MI3hho8OUK1ItezyE4+JqiNg4G3xPRAyz/gm8tYoDB91S0ACsDDb6NSAEG33NRAgy+HaIFWPwBX12EAINvl+gArg00+JoiAxh8u0UFMPj2iA5g/j/4nokIYPDtEw3A0kCDb4dIAAbfflEADL4DogH4CL59IgAYfIeUPmBhoMG3T8kDBt9hpQ4YfEeUPmDwHVTigMF3TGkD5gYafAeVNGDwHVfKgMHXQmkDBt9RJQwYfG2ULmBmoMF3XIEAh/fRAb52CrU+OLSPDvC1VKor/MHXUkEAh/fRAb62SrMGh3eFSEah2uCgPjrA116BetFBfXSAr4NSHAeDr4MSBAy+LgoNeH6H4DDQTlq4Bs/gEBx8nZScicb4102pAQZfRyX2sAF8XZXWwwbwdVZSU5Xg666UHjaA7wQlVIPBd4rSedgAvpOUzMMG8J2m1cbBjvrgGgCqtRLg6fEiQJAAAEw8AAATDwDAxAMAMPEAAEw8AAATDwDAxAMAMPEAwQBDkQiAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiWt2wPsv1aIWsRSx5wX5zgDHXVFc3I+cbpxTsRRuh84+DbDfFMW1SwCmsvct8I4AVoU2UrAp9IQ0lOYG/LxVq5YOdyxH1ejlbAMcdyzAbqSwxjkV3xkhbATYMVbP2+EsneZi1/+a/3kAq0KbWbIo9IQ0Gs0MeNeuHd5v+JXvc+bREUAufSoHM26cc7i7dg1wM5ql01w8b0cAGwFsCt2RpeEyTEij1byAd8XNybrDkZtTD2CTceMcG8BGgP3LcVt4movq6rthwB3ZHi60mSUrWs5ptJq9DT4BXI7eaC1gcfn7FqZ2nWNhoo0Au8uftmOt10ku2O5IG9yR7eFCGwFsCj0hjVaBAfcuQ+wIIO/J4Tvz5JzxDooRoOLNgaz3lilw2zgC+DzbI4U2AtgUekIarcIC3ll0BTwA87t4v7G/mtXFeHUxU+DroF0BjxV6DsA2F1YqKGCr22y6ibZqtPUA8lQZzC4FvuNookcLPYOJtq6/YQFXVtmY3smyufvNABLwYFfLCFDVazUH7wgz2+OFdutk8SzcOKfRKiDganQOwgzgPEySxR6++40A0smIQwChkRpsBrAotO8wyfbCSoUDPNI4ngdwn+iwaINPZkYYK83TyHgAkYrDRIdVoT0nOmwvrFQYwLynWpu38byrAMIcjZ5en1OPgS3m7IwAO9cAR4upSi2AXaGNFGwKPSENJTxsIC4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi76gMWHRIbfWhTvalVF8cv2w1Dy2M7h5adIRR6wXPlQjr7g8rw9f5VH+xJYsiIPWL6KOLKc4dgNE4Djl0Z2//L7Tf3KXVVoG9ccJF84fPmTAGocu/pOvBhnu44gPlEHrC3yYLxupcXmS1jEy6d8g9lmXlPVv9NjO7GcKd2aTB6wWNRfL1kRq4OvnmRzy8ipdlcH3HXMZtlprKIP+Ch8Hog6K9Y1XNzLN8jZrlqlZMA8OcYb8b5PcaagLAAfxSKIegUXA6xWHKma2VVbG8CsppcuSwkiE3XAqkIyri1gNWayqsHPb//8Nl0LTR6w6kWzeijb4JK3wXWfyaYNZjG8SthCkwdcO8nhC2r3G+XxQSwE53MffIPdAme96OaY6JY5LNaMT+QBy6lKTnS/+c2mXupbqdnLZszbAtaOHUt+d6Tch84BcKPhlf0D4X6RsIUG4HFVKVtoAB4PlXIXKyvAeQqAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiQuAiev/gmnUVWrtlGoAAAAASUVORK5CYII=)

#Decision tree  
library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 4.2.2

## Loading required package: rpart

tree <- rpart(Outcome~., data = train1, method = 'class')  
rpart.plot(tree)
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#Prediction for decision tree  
treepred <-predict(tree, test1, type = 'class')

#Confusion matrix for decision tree  
confusionMatrix(as.factor(test1$Outcome), as.factor(treepred))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 117 971  
## 1 84 53742  
##   
## Accuracy : 0.9808   
## 95% CI : (0.9796, 0.9819)  
## No Information Rate : 0.9963   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.1764   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.582090   
## Specificity : 0.982253   
## Pos Pred Value : 0.107537   
## Neg Pred Value : 0.998439   
## Prevalence : 0.003660   
## Detection Rate : 0.002131   
## Detection Prevalence : 0.019813   
## Balanced Accuracy : 0.782171   
##   
## 'Positive' Class : 0   
##

#ROC curve for decision tree  
roctree <-roc(test1$Outcome, as.numeric(treepred)) #AUC score

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

plot.roc(roctree,main ="ROC curve -- Decision Tree ",print.auc=TRUE)
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#prepare for XGBoost  
library(fastDummies)

## Warning: package 'fastDummies' was built under R version 4.2.2

train1new<-dummy\_cols(train1)  
train1new <-subset(train1new[9:52])  
test1new <-dummy\_cols(test1)  
test1new <-subset(test1new[9:52])

#set up XGBoost  
params <- list(eta = 0.3,  
 set.seed = 123,   
 max\_depth = 6,  
 scale\_pos\_weight = 70,  
 eval\_metric = "auc",  
 objective = "binary:logistic")  
library(xgboost)

## Warning: package 'xgboost' was built under R version 4.2.2

x\_train = as.matrix(train1new[,-3])  
y\_train = train1new$Outcome  
x\_test = data.matrix(test1new[,-3])  
y\_test = test1new$Outcome  
xgboost\_train = xgb.DMatrix(data=x\_train,label=y\_train)  
xgboost\_test = xgb.DMatrix(data=x\_test,label=y\_test)

#Model XGBoost  
model <- xgboost(data = xgboost\_train,  
 nrounds = 20, max\_depth= 6, objective = "binary:logistic", eval\_metric = "auc", nthread = 4,booster="gbtree")

## [1] train-auc:0.957372   
## [2] train-auc:0.958583   
## [3] train-auc:0.965793   
## [4] train-auc:0.965948   
## [5] train-auc:0.966339   
## [6] train-auc:0.966555   
## [7] train-auc:0.967284   
## [8] train-auc:0.967834   
## [9] train-auc:0.968254   
## [10] train-auc:0.971109   
## [11] train-auc:0.971302   
## [12] train-auc:0.971567   
## [13] train-auc:0.972049   
## [14] train-auc:0.972335   
## [15] train-auc:0.972633   
## [16] train-auc:0.972864   
## [17] train-auc:0.973077   
## [18] train-auc:0.975147   
## [19] train-auc:0.975516   
## [20] train-auc:0.975709

#Prediction for XGBoost  
xgpred <- predict(model, xgboost\_test)  
xgnum <- ifelse(xgpred >= 0.5,1,0)

#Confusion matrix for XGBoost  
confusionMatrix(as.factor(test1new$Outcome),as.factor(xgnum))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 156 932  
## 1 113 53713  
##   
## Accuracy : 0.981   
## 95% CI : (0.9798, 0.9821)  
## No Information Rate : 0.9951   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.2238   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.579926   
## Specificity : 0.982944   
## Pos Pred Value : 0.143382   
## Neg Pred Value : 0.997901   
## Prevalence : 0.004899   
## Detection Rate : 0.002841   
## Detection Prevalence : 0.019813   
## Balanced Accuracy : 0.781435   
##   
## 'Positive' Class : 0   
##

#ROC curve for XGBoost  
rocxg=roc(y\_test , xgnum) #AUC score

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

plot(rocxg ,main ="ROC curve -- XGBoost ",print.auc=TRUE)
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